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ABSTRACT 

The evolution in pedagogy and research has introduced new requirements in the educational sector. On-

demand computing resource provisioning, often referred as virtual lab, is one of the requirements in great 

demand. Most current virtual lab systems are proprietary and thus their detailed software architectures are not 

accessible to developers. The lack of transparency in virtual lab architecture makes it hard for educational 

institutions to perform experimental testing and prototyping on these systems to determine their effectiveness in 

meeting certain service level requirements. To lead to an effective virtual lab development, it is important to 

ensure that all non-functional requirements, or commonly known as quality attributes, stated in the service level 

agreement (SLA) are realizable in the required order of priority. While a quality attribute can be achieved by 

applying one or more software development guidelines, software development guidelines may have different 

effects on different quality attributes and may also conflict with one another. In addition, priority assessment of 

the quality attributes are needed in order to focus on the higher priority ones while ensuring that the bare 

minimum expectation of the remaining ones are attainable. This paper aims to apply fuzzy Analytic Hierarchy 

Process (AHP) during the pre-negotiation stage of SLA to identify quality attributes and rank them based on 

their priorities. Based on the results, a set of suitable development guidelines are chosen to help realize and 

achieve the prioritized quality attributes in the virtual lab architecture, thus paving a way to facilitate 

architecture evaluation. The application of fuzzy AHP in our experiment has shown that stakeholders ranked 

reliability, usability, efficiency, security, maintainability, and portability in decreasing order of priority, based 

on which a set of suitable, non-conflicting software development guidelines were determined. The final result 

can provide a promising reference model for better understanding of virtual lab in the educational sector.  

Keywords: quality attributes, priority assessment, fuzzy analytic hierarchy process, software development 

guideline, virtual lab 

 

1.0 INTRODUCTION  

On-demand resource provisioning in the educational sector has changed the way how we perceive computer 

laboratories. A physical computer laboratory is replaced by virtual machines, which can be accessed by anyone, 

from anywhere, and at any time. The virtual machine specifications are tailored based on different users’ 

hardware and software requirements. There are several initiatives from higher educational institutions that have 

successfully integrated the virtual lab concept [1]. Specifically, the Virtual Computing Lab (VCL) system 

developed by North Carolina State University (NCSU) [1] is aiming at providing on-demand cloud computing 

services through efficient use of available hardware resources. Users are able to access varieties of 

computational, storage, and software resources based on their demands.  

On-demand resource provisioning is capable of providing numerous benefits to higher educational institutions. 

Firstly, universities are able to share, provision and aggregate computational power, storage capacities, network 

resources, and software licenses on-demand. These benefits are achievable through the virtualization technology. 

Virtualization consolidates all the underlying hardware and creates a unified resource pool (including computing 

power, storage, and network) where virtual machines are created based on an on-demand basis. Virtual 

machines are provisioned to the end users and are highly customizable based on the users’ requirements. They 

can be loaded with different operating systems easily. This feature allows students and researchers to perform 

system testing on different platforms without the hassle of getting a few physical machines. Furthermore, users 

can configure the specification of the virtual machines including processor speed, storage capacity, and network 
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bandwidth based on their needs.  Moreover, a virtual machine can be easily disabled when it is not needed. The 

computing power can be returned to the unified resource pool to be reused by others. Users can access to the 

virtualized resource pool anywhere and at any time as long as there is a stable Internet connection.  

Despite the fact that virtual lab has been shown to be beneficial in the educational sector, there are very limited 

work that focus on the concern of prioritizing quality attributes and balancing their trade-offs in meeting the 

service level requirements of such a cloud computing environment [2]. Quality attributes often push and 

constrain the architectural design of a software system in order to ensure that those qualities can be fulfilled in 

the finalized software system [3]. Software architecture is a vital resource in any software development project 

because it is the blueprint which dictates the structure, behavior, and relationships between software components. 

Therefore, software quality and architecture should be analyzed and studied before valuable resources are 

committed [4]. Until now, there is still no reference or well-established software architectural design that is 

deemed effective in any problem domain which can be adopted by software developers to lead to reliable 

software development. In addition, the idea of adopting an established software architecture of virtual lab cannot 

be applied because such a virtual lab is always proprietary. Besides this, software architectures of existing open-

source virtual lab systems are not standardized. Thus, performing experimental testing, system prototyping, and 

assessing the suitability of virtual lab systems become a difficult task for early adopters.  

Standardizing software architecture is an open issue in the field of software engineering that has been actively 

discussed [5].  In this paper, we aim to provide an alternative solution to the problem of lack of standardized 

software architecture through an approach by reaching an agreement of service level requirements among all 

stakeholders over an SLA document for virtual lab development. Through the SLA, a list of quality attributes 

that are expected to be delivered in the final product can be identified. The software architecture can then be 

designed based on these quality attributes. If several candidate architectures are to be nominated, architecture 

evaluation technique can be imposed to choose the most appropriate architecture which reflects the quality 

requirements of virtual lab system. However, to fulfil all the quality attributes under limited budget and time 

constraints without any trade-off is impossible. Thus, a methodical way of prioritizing quality attributes and 

improving the fulfilment of these attributes can help remedy the inadequacy of standardized software 

architecture for virtual lab development. To help strengthen the fulfilment of quality attributes, we may apply 

software development guidelines. However, these guidelines might have contradictory effects on different 

quality attributes and might even be conflicting on one another.  

This paper aims to determine a list of prioritized quality attributes from the stakeholders and the weightage of 

each attribute using fuzzy AHP. Based on these results, software development guidelines are selected to help 

achieve the quality attributes. The selection of development guidelines is based on [6], where the effects of the 

development guidelines toward achievement of the related quality attributes, and the relationships among the 

selected development guidelines are emphasised. The prioritized quality attributes and chosen development 

guidelines can then be used to facilitate the architecture evaluation process in order to improve the confidence in 

decision making. 

This paper is organized as follows: Section 2 discusses related work on priority analysis of quality attributes in a 

virtual lab environment as well as methods to achieve the fulfilment of these attributes. Section 3 presents the 

application of fuzzy AHP to perform priority assessment, and also development guidelines to improve the 

achievement of quality attributes. Section 4 discusses the results and contribution of the application of fuzzy 

AHP and software development guidelines. Finally, the conclusion along with the suggested future work is 

discussed in Section 5. 

 

2.0 RELATED WORK 

Quality attributes can be defined as the degree to which a particular software system fulfils stakeholders’ 

requests regarding its functions and behavior [7]. The ISO/IEC 9126 Software Quality standard [8] defines 

quality attributes as the totality of software features and characteristics of a software product that can satisfy 

specified or implied stakeholder needs. ISO/IEC 9126 categorized quality attributes into six major criteria, 

namely Functionality, Reliability, Usability, Efficiency, Maintainability, and Portability.  
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In order to ensure successful development and implementation of a particular software system, software 

developers need to comprehend and leverage the dependencies between quality attributes and software 

architecture [9]. If software developers can capture the essential quality attributes from stakeholders during early 

stages of software development, they can easily design a software architecture that is capable of satisfying those 

attributes. Based on the proposed software architecture, software developers can then build prototypes and 

perform incremental system testing to fine-tune and evaluate the system. Thus, eliciting quality attributes and 

evaluating the captured attributes are crucial to ensure the success of software development. These statements 

are even more truthful in the case of virtual lab system because the growth of virtual lab is still in its early stage 

and there are very limited established references and guidelines.  

Without a proper reference, software developers can only depend on their own intuition and experiences to 

design the software architecture of virtual lab system. If a systematic way to analyze the benefits and trade-off 

of different software architecture designs can be implemented, this may ensure that the chosen software 

architecture can always reflect the quality requirements of virtual lab system. Architecture evaluation is one 

such technique used to evaluate the suitability of a chosen software architecture. A number of architecture 

evaluation techniques have been proposed, such as Architecture Trade-off Analysis Method (ATAM) [10] and 

Architecture-Level Maintainability Analysis (ALMA) [11] to perform evaluation during the architectural 

decision making process. A typical decision making process in the early phase of software development consists 

of the following activities: problem identification; problem analysis and solution development; selection and 

evaluation of solution [12]. Architecture evaluation often focuses on the selection and evaluation activities to 

help improve the confidence in decision making.  

In a perfect environment where time and resources are not a limiting factor, stakeholders could demand for a 

virtual lab system to achieve perfect results in each and every aspect of quality attributes. However, this 

situation can never be achieved in real life. To fulfil all users’ requirements from a service provider’s point of 

view is almost impossible, and therefore, a balance needs to be achieved. As suggested by [13], there should 

have a way to prioritize quality attributes so that software engineers can focus on achieving higher-priority 

attributes within a limited time frame. Thus, requirements engineering plays an important role to achieve an 

agreement among stakeholders upon the expected level of quality attributes to be achieved in the final product. 

An SLA is one of the outcomes based on requirements engineering [14-17]. The SLA dictates the agreement 

signed between a service provider and the stakeholders with regards to the quality of services provided.  

However, due to the fact that virtual lab is still at its infancy, there is a lack of well-established SLA framework. 

The work by [18] introduces a conceptual SLA framework for on-demand resource provisioning based on cloud 

computing environment, focuses on availability, scalability, cost, flexibility and security. The authors presented 

several scenarios that can be applied to the cloud computing environment when negotiating SLA with cloud 

providers. Meanwhile, the work by [19] proposes a mechanism for managing the SLA in a cloud computing 

environment. The authors found that there are no universal sets of SLA metrics that can be implemented across 

different cloud providers. This is partly due to different kinds of services provided by different providers and the 

diversity in local legislation. While numerous SLA frameworks have been suggested in cloud computing, few 

approaches address the prioritization and fulfilment of quality attributes for the SLA in a virtual lab environment.  

The work by [20] has shown that potential SLA violations and conflicts are more likely to be identified if 

software developers can analyze the SLA of cloud service providers and matching them against stakeholders’ 

requirement in the pre-negotiation stage of the SLA. Without reaching a consensus among stakeholders, 

designing software architecture for virtual lab becomes difficult because software developers cannot 

comprehend the expectations from stakeholders. Therefore, capturing quality attributes for including in the SLA 

and ensuring that these attributes can be achieved before delivering the final software system is important.  

There are typically two challenges in analyzing and fulfilling quality attributes stated in the SLA. Firstly, 

software requirements are usually imprecise and defined qualitatively when expressed in verbal form [21].  The 

usage of imprecise or subjective terms might introduce ambiguities in the requirements which can lead to bad 

software design. Stakeholders often specify their requirements verbally, making the requirements capturing 

process less effective. Besides that, quality attributes often affect with each other [22]. For example, designing a 

system that is extremely secure will inevitably cause negative impact on the performance on the software system. 

This dilemma has to be identified in the early stage of system design so that stakeholders are aware of the trade-

off.  
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Priority analysis is one of the techniques used to resolve trade-off between conflicting quality attributes [22]. 

Given a set of quality attributes, priority analysis works by prioritizing and ranking these attributes according to 

the context given by stakeholders. The relative priority and importance of the given quality attributes plays a 

significant role, not only allow software developers to focus on the higher-priority ones, but also ensure that the 

delivered system can attain a certain level of quality. However, to directly assess the priorities of all quality 

attributes from stakeholders is often difficult because human judgments and preference are often vague and 

cannot be estimated easily with exact numerical values [23].  

The nature of prioritizing quality attributes is a multi-criteria decision-making (MCDM) problem. MCDM is a 

research of methods and procedures concerning about evaluating multiple conflicting criteria and deriving a way 

to come out with a trade-off resolution. The given set of evaluation criteria often differ in the degree of 

importance. Several approaches have been proposed in the area of requirements prioritization to help select and 

prioritize requirements in software development projects [24], such as AHP [25], Cost-Value [26], and Binary 

Search Tree [27]. In general, these techniques are applied to devise a set of goals and constraints. The selection 

of prioritization techniques mainly depends on the domain of problem, the type of input (qualitative or 

quantitative) and the size of input. The work by [28] applied several requirements prioritization techniques on a 

small telephony system to evaluate their performance and effectiveness. The author found that AHP is one of 

the most reliable techniques although it uses more time and does not scale very well with a large number of 

prioritization criteria. If the evaluation criteria for the MCDM problem are relatively small, the results of AHP 

can easily outperform other prioritization techniques. 

AHP works by taking judgmental inputs from a group of stakeholders and constructs a hierarchy of criteria 

according to their priorities. The hierarchy of criteria enable all stakeholders to visualize the problem 

systematically. Additional criteria can also be added based on the input from stakeholders in order to revise the 

hierarchical structure of the AHP model. The simplest form of prioritizing a particular criterion in AHP is based 

on a nine-point scale, which expresses preferences between options ranging from equal importance to extreme 

importance. AHP has been proven to be one of the dominating tools in solving the MCDM problem because it 

can be integrated with other techniques like linear programming and fuzzy logic easily [29]. 

Regardless of its popularity, AHP is less effective when handling imprecision and uncertainties associated with 

human judgment. Natural language tends to be ambiguous and vague. Verbal terms such as “very low”, “low”, 

“balance”, “high”, and “very high” are easier to describe the desired value and weight of criteria. The fuzziness 

and ambiguity in the process of AHP can be dealt with using the fuzzy set theory [23]. Fuzzy set theory is 

capable of accepting crisp input, or in this case, uncertain judgements from stakeholders. Based on the crisp 

inputs, fuzzy set theory is applied to determine the degree to which these inputs belong to the correspondent 

fuzzy sets. Then, a defuzzification process which produces a quantifiable result normally in the form of 

numerical values is applied. By integrating fuzzy set theory, AHP is capable of handling the fuzziness of the 

data involved in decision making efficiently. However, priority analysis is only the prior work before fulfilling 

the associated quality attributes.  

The next challenge is to attain the stated level of quality defined by the stakeholders in the SLA. Due to the 

importance of quality attributes, numerous approaches have been proposed by researchers to improve the 

achievement of quality attributes. One of the popular methods to improve the achievement of quality attributes 

is the preventive approach. In this approach, the software architecture design phase is conducted in a formal and 

systematic way to prevent defects associated with quality attributes. Examples of preventive approach include 

usage of design patterns, software architectural styles, and adherence to other established software development 

guidelines. This approach helps in reducing effort for system testing and maintenance while resulting in more 

reusable and higher quality software [30].  

Several works [31-33] in the domain of preventive approaches have been introduced to improve the 

achievement of quality attributes in software systems. However, these approaches focus on individual quality 

attributes, whereas software systems usually involve multiple attributes. Meanwhile, the work by [34] 

introduced an approach for evaluating and improving quality attributes by defining soft goals. The authors 

introduced a method to reject candidate software development guidelines that negatively affect higher-priority 

quality attributes. 
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There are mainly three types of software development guidelines, namely design patterns, architectural styles 

and best practices [35]. Architectural style is normally applied during the early design stage while best practices 

can be applied throughout the whole software development process if applicable. However, each guideline 

might have positive or negative effect on certain quality attributes. For example, peer-to-peer architecture style 

improves the performance and availability of the system but has negative impact on security and maintainability.  

Based on the discussion above, it is clear that to successfully develop a virtual lab system, eliciting and 

prioritizing quality attributes during pre-negotiation stage of SLA is crucial. This context is even more truthful 

in the case of virtual lab environment because there are very limited references and well established software 

architectural design available. The lack of references prevents educational institutions to go for early stage 

prototyping and software architecture evaluation. Even if one chooses to go for an open-source virtual lab 

solution, customization of the functionalities and software modules are needed to cater for different institutional 

needs. Without prioritizing and negotiating a proper SLA framework between cloud providers and stakeholders, 

one might risk delivering a low quality system. As a result, this paper aims to apply fuzzy AHP to capture and 

prioritize quality attributes from stakeholders during the pre-negotiation stage of SLA. The result of fuzzy AHP 

will be used as the input to discover complementary software development guidelines based on the work by [6]. 

The combination of both techniques can be used to facilitate the architecture evaluation process, especially in 

the problem analysis and solution evaluation stages by revealing how well a chosen architecture satisfies the 

quality requirements in virtual lab system.  

 

3.0 PRIORITY ASSESSMENT OF QUALITY ATTRIBUTES AND IDENTIFICATION OF 

DEVELOPMENT GUIDELINES  

This section is divided into two parts. Firstly, fuzzy AHP method is introduced to perform priority assessment of 

quality attributes for the development of virtual lab. Following that, a set of suitable development guidelines that 

complement the result of priority analysis are identified using the method proposed by [6].  

Quality 

Atrribute

Quality 

Attribute

Quality 

Attribute

Quality 

Attribute
Quality 

Atrribute

Fuzzy AHP 

Technique

Set of quality attributes

Prioritized quality 

attributes with 

weightage

Software 

Development 

Guidelines

Software 

Development 

Guidelines

Software 

Development 

Guidelines

Software 

Development 

Guidelines

Set of software 

development guidelines

Software Development 

Guidelines Selection 

Technique [6]

Input

Input

Selection of 

Homogeneous Software 

Development Guidelines

Identify guidelines related to 

selected quality attributes

 

Fig. 1: Workflow of prioritization and fulfilment of quality attributes in a virtual lab environment 
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Fig. 1 shows the overall workflow in this paper to help improve the achievement of quality attributes for virtual 

lab development. Firstly, a set of quality attributes associated with the development of virtual lab system are 

identified.  Based on the identified quality attributes, development guidelines which complement those attributes 

are selected. Next, fuzzy AHP is used to prioritize, rank, and weight the selected quality attributes based on the 

feedback from stakeholders. The result gathered from the application of fuzzy AHP can act as a baseline model 

to design the software architecture of the virtual lab system. Quality attributes are ranked according to their 

priority along with their corresponding weightage. Subsequently, the result of application of fuzzy AHP and the 

selected development guidelines are used as the input for the development guidelines selection technique 

introduced by [6]. Finally, a homogeneous set of software development guidelines are identified to help improve 

the overall achievement of quality attributes for virtual lab development. The definition of homogenous software 

development guidelines will be explained in detail in Section 3.2.  

 

3.1 Fuzzy Analytic Hierarchy Process 

Fuzzy AHP is chosen in this paper because it is capable of handling ambiguous judgmental inputs given by the 

stakeholders. Fuzzy AHP is also capable of converting qualitative inputs into quantitative results, in the form of 

weightage and ranking. The weightage and ranking of quality attributes can easily help stakeholders to analyze 

trade-off and choose the set of software development guidelines that are complementary to the associated 

quality attributes.  

In both traditional and fuzzy AHP, the process starts by modeling a hierarchy of decisions based on the problem 

domain. The top of the hierarchy consists of the goal for conducting the test, followed by a group of possible 

choices to achieve that particular goal. The choices can be further divided into sub-criteria if required. The 

problem domain for this paper is on virtual lab environment for the educational sector. The selection of 

evaluation criteria is based on ISO/IEC 9126 Software Quality standard [8]. Functionality is not involved 

because it is expressed as a totality of essential functions that the software product provides. As for the 

remaining quality attributes, they can only be measured when the functionality of a given system is present. 

Thus, fulfilment of functionality becomes the pre-requisite for the fulfilment of the remaining attributes. In this 

paper, we assume that the functionality of the virtual lab system would be fully satisfied before evaluating the 

fulfilment of the remaining attributes. However, the ISO/IEC 9126 standard does not consider security as one of 

the major criteria. Numerous researches [36-38] related to cloud computing have indicated that security is one of 

the main concerns for systems deployed in a cloud computing environment. This is because most cloud-based 

storage is shared by multiple users and users have limited control over the physical location of their data. Thus, 

in this paper, the evaluation criteria of quality attributes are extended to fit into the context of security in a 

cloud-based system. All in all, there are a total of six evaluation criteria. As indicated earlier, the research by [28] 

has proven that AHP is one of the best prioritization techniques in a small-scale MCDM problem, such as the 

one presented in this paper. Fig. 2 shows an illustration of AHP hierarchy model for a virtual lab system.  

 

Fig. 2: AHP Hierarchy modeling of virtual lab 

A pair-wise comparison among all the possible choices is conducted to justify the importance between them. 

Each choice is associated with a weightage in order to reflect the priority of the choice toward the ultimate goal. 

Then, stakeholders perform a pair-wise comparison and give weightage using a nine-point scale ranging from 1-

9, where a greater value represents higher importance. In order to reach a consensus among the stakeholders, 

triangular fuzzy number (TFN) is used. TFN is capable of aggregating the subjective judgments of all the 
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stakeholders through fuzzy set theory. Fig. 3 shows an example of TFN denoted as (L,M,H) which represents the 

highest possible value, most ideal value, and lowest possible value respectively.  

 
Fig. 3: Triangular fuzzy numbers 

 

The triangular fuzzy number Txy is constructed using the following formulas: 

��� = ���� , ��� , 	��
																																																																											(1)          

��� , ��� , 	�� 	 ∈ (	1/9	, 9	)																																																																			(2) 

��� =	 ����� ∙ ���� ∙ ���� ⋯����� 																																																									(3) 

 

where x and y represent a pair of criteria being judged by stakeholders. Given n number of stakeholders, Jxya 

represents an opinion of stakeholder “a” toward the relative importance for criteria Cx- Cy.  

Value Mxy is calculated based the geometric mean of stakeholders’ scores for a particular comparison. The 

geometric mean is capable of accurately aggregating and representing the consensus of stakeholders [25]. ���  

and 	��  represent the lowest and highest scores respectively toward the relative importance for criteria Cx- Cy. 

After getting the TFN value for every pair of comparison, a fuzzy pair-wise comparison matrix is established in 

the form of n x n matrix. Table 1 illustrates an example of the matrix. 

Table 1: Fuzzy pair-wise comparison matrix 

 Ca Cb ….. Cn 

               Ca 1 pab ….. pan 

���� =      Cb 1/pab 1 ….. pbn 

																		⋮	 ⋮ ⋮ ⋮ ⋮ 
                Cn 1/pan 1/pbn ….. 1 

 

pab represents the TFN for the comparison between criteria Ca and Cb.  Comparison between criteria Cb and Ca is 

the reverse of Ca and Cb, thus making the TFN value for Cb and Ca to be represented as 1/pab.  ���� denotes the 

TFN values derived from formulas (1)-(3). 

The stakeholders who participated in this evaluation include university students and developers who have 

experiences in cloud computing development. However, not the selected participants have adequate knowledge 

in virtual lab environment. Thus, it is common to have some outliers where the judgemental inputs of these 

individuals might deviate a lot from the average group’s judgments. These outliers are commonly referred as 
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inconsistent individual judgements in AHP. If the level of inconsistency is very high, one might need to revise 

the whole AHP process. The work by [39] found that consistency of AHP in group decision making is not a 

problem when the number of participants exceeds a threshold value and the geometric mean is used to aggregate 

individual judgments. The threshold value to achieve an acceptable level of inconsistency is twenty participants. 

This means that as long as the number of participants is equal or more than the threshold value, one can ensure 

that the aggregated results will be consistent and revision of judgements is not needed. Thus, twenty participants 

were chosen in this paper to ensure the consistency of results. 

Each participant was instructed to perform pair-wise comparison and give their judgement based on the relative 

scores of 1-9. The triangular fuzzy numbers were established using formulas (1)-(3) and tabulated into a 

comparison matrix shown in Table 2.  

Table 2: Fuzzy pair-wise TFN values for quality attributes in virtual lab environment 

 
Reliability Usability Efficiency Security Portability Maintainability 

Reliability 1 0.5, 1.488, 4 0.33, 1.675, 7 0.14, 1.304, 5 0.25, 1.16, 7 0.2, 0.861, 3 

Usability 
 

1 0.2, 1.062, 5 0.11, 1.508, 4 0.33, 1.13, 7 0.2, 0.861, 3 

Efficiency 
  

1 0.25, 1.16, 6 0.6, 1.203, 5 0.12, 0.98, 4 

Security 
   

1 0.14, 1.218, 6 0.12, 0.98, 4 

Portability 
    

1 0.11, 0.437, 3 

Maintainability 
     

1 

 

Following the construction of comparison matrix, defuzzification take places to produce a quantifiable value 

based on the calculated TFN values. The defuzzification method adopted in this paper was derived from [40] as 

formulated in (4) which is commonly referred as the alpha cut. Alpha cut of a fuzzy set is the set of all elements 

which have its membership value greater than or equal to an alpha threshold value, represented by α. Alpha cut 

enables one to describe a fuzzy set as a composition of crisp sets. Crisp sets simply describe whether an element 

is either a member of the set or not. Formula (4) shows the algorithm of alpha cut.  

 !,"�����
 = #$ ∙ %!����
 + (1 − $) ∙ %!�	��
(                       (4) 

and 

0 ≤ 	+	 ≤ 1, 0 ≤ $ ≤ 1 

such that %!����
 = ���� − ���
 ∙ + + ��� , which represents the left-end boundary value of alpha cut for ����. 

On the other hand, %!�	��
 = 		�� − (	�� −���) ∙ + represents the right-end boundary value of alpha cut for 

����. 

+ and $ in this context carry the meaning of preferences and risk tolerance of stakeholders. These two values 

range between 0 and 1, in such a way that a lesser value indicates greater uncertainty in decision making. Since 

preferences and risk tolerance are not the focus of this paper, value of 0.5 for + and $	is used to represent a 

balanced environment. This indicates that stakeholders are neither extremely optimistic nor pessimistic about 

their judgments. 

The results from Table 2 were then synthesized using formula (4) with +  and $  at 0.5. An example of 

calculation is shown below for the pair Functionality-Reliability 
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%,..��/012��2123�456��2123�
 = (1.488 − 0.5) ∙ 0.5 + 0.5 = 0.994 

%,..�	/012��123�456��2123�
 = 	4 − (4 − 1.488) ∙ 0.5 = 2.744 

 ,.,,..���/012��123�456��2123�
 = ;0.5 ∙ 0.909 + (1 − 0.5) ∙ 3.244< = 1.86 

 ,.,,..���56��2123�4/012��2123�
 = 1/1.86 = 0.54 

Table 3 represents the result of fuzzy pair-wise comparison after defuzzification process. 

Table 3: Aggregated fuzzy pair-wise comparison matrix using alpha cut method 

  Reliability Usability Efficiency Security Portability Maintainability 

Reliability 1 1.86 2.67 1.94 2.4 1.2 

Usability 0.54 1 1.83 1.71 2.44 1.2 

Efficiency 0.37 0.55 1 2.2 2 1.51 

Security 0.52 0.58 0.45 1 2.08 1.51 

Portability 0.42 0.41 0.50 0.48 1 0.99 

Maintainability 0.84 0.84 0.66 0.66 1.01 1 

 

The next step is to determine the eigenvalue and eigenvector of the fuzzy pair-wise comparison matrix. The 

purpose of calculating the eigenvector is to determine the aggregated weightage of particular criteria. Assume 

that > denotes the eigenvector while ? denotes the eigenvalue of fuzzy pair-wise comparison matrix ����.  

	;( !,"�����
 − ?@< ∙ > = 0                                     (5) 

Formula (5) is based on the linear transformation of vectors, where I represents the unitary matrix. By applying 

formulas (1)-(5), the weightage of particular criteria with respect to all other possible criteria can be acquired.  

The eigenvectors of associated quality attributes for virtual lab were then calculated using formula (5). 

;( !,"�����
 − ?@< =

A
B
B
B
B
C 1 1.86 2.67 1.94 2.4 1.2
0.54 1 1.83 1.71 2.44 1.2
0.37 0.55 1 2.2 2 1.51
0.52 0.58 0.45 1 2.08 1.51
0.42 0.41 0.50 0.48 1 0.99
0.84 0.84 0.66 0.66 1.01 1 D

E
E
E
E
F

 

Multiplying eigenvalue ? with unitary matrix I produces an identity matrix that cancels out each other. Thus, the 

notation ?@ is discarded in this case. Applying formula (5) results in 

A
B
B
B
B
C 1 1.86 2.67 1.94 2.4 1.2
0.54 1 1.83 1.71 2.44 1.2
0.37 0.55 1 2.2 2 1.51
0.52 0.58 0.45 1 2.08 1.51
0.42 0.41 0.50 0.48 1 0.99
0.84 0.84 0.66 0.66 1.01 1 D

E
E
E
E
F

A
B
B
B
B
B
C >/012��2123�

>56��2123�
>GHH2�20���
>I0�JK23�

>LMK3��21213�
>N�2�3�2���2123�D

E
E
E
E
E
F

=

A
B
B
B
B
C00
0
0
0
0D
E
E
E
E
F
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A
B
B
B
B
B
C >/012��2123�

>56��2123�
>GHH2�20���
>I0�JK23�

>LMK3��21213�
>N�2�3�2���2123�D

E
E
E
E
E
F

=

A
B
B
B
B
C0.2750.201
0.168
0.136
0.090
0.130D

E
E
E
E
F

 

 

The aggregated result in terms of weightage is tabulated in Table 4. The results obtained are ordered as follows: 

Reliability (0.275), Usability (0.201), Efficiency (0.168), Security (0.136), Maintainability (0.130), and 

Portability (0.090).  

Table 4: Weightage and priority of selected criteria 

Priority Quality Attribute Weightage 

2 Reliability 0.275 

3 Usability 0.201 

4 Efficiency 0.168 

5 Security 0.136 

6 Maintainability 0.130 

7 Portability 0.090 

 

The results gathered from fuzzy AHP served as a baseline to model the system architecture for a virtual lab 

system. Therefore, software developers can easily identify the most important quality attributes and invest more 

efforts to ensure that those attributes are fulfilled in the final product. Next, a method to identify software 

development guidelines based on the results gathered in Table 4 is presented.  

3.2 Identification of Complementary Guidelines to Improve Quality Attributes 

The results from the priority assessment are then mapped with established software development guidelines that 

complement the associated quality attributes. The selection of guidelines are based on the technique proposed by 

Hneif and Lee [6]. These guidelines are categorized into three groups, namely architectural styles, best practices 

and design patterns.  

In order to improve achievement of quality attributes, the selected software development guidelines should have 

two characteristics. Firstly, the guidelines must have positive effects on the higher-priority quality attributes. 

Typically, software development guidelines will have one or more effects on quality attributes. These effects 

can either be positive, negative or no effect toward the associated attributes. Mapping of relationship between 

software development guidelines and quality attributes is needed. These relationships can help in identifying 

conflict among the chosen development guidelines toward higher-priority quality attributes.  

Secondly, the chosen software development guidelines should only have homogeneous relationships with each 

other. This implies that the selected guidelines should not have contradictory effects among themselves when 

applied together. The relationships among all chosen software development guidelines need to be identified in 

order to obtain a set of non-overlapping guidelines. 

Using the comprehensive dataset of software development guidelines, one can identify a set of homogeneous 

development guidelines to help improve the achievement of quality attributes when developing the software 

architecture of a virtual lab system. The steps below describe the basic idea on how to produce a set of 

homogeneous guidelines: 

Input : Quality attributes  

Output : Set of homogeneous guidelines that complement the associated quality attributes 
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1. For each required quality attribute: 

a. Collect the software development guidelines that positively affect the associated attribute. 

b. Reject any guideline that has negative effect on the higher-priority quality attributes. 

c. For two overlapping or conflicting guidelines of two different quality attributes: 

i. If the two quality attributes have different priorities, then the guideline that supports the 

lower-priority quality attributes is rejected 

ii. If the two quality attributes have the same priority, one of the development guidelines is 

rejected, according to the choice of the software engineer. 

2. For two overlapping guidelines for the same quality attribute, one of them is rejected, according to the choice 

of the software engineer. 

Repeat the same step for each required quality attribute. 

 

3.3 Case Study 

In this section, we describe the result based on a case study conducted to evaluate and identify the set of 

homogeneous software development guidelines for a virtual lab environment is illustrated.  

The required quality attributes are extracted from Table 4. Reliability, Usability, Efficiency, Security, 

Maintainability, and Portability are used for evaluation in this example. Table 5 shows the effects of sample 

software development guidelines toward the chosen quality attributes. Table 6 shows the inter-relationship 

between the selected sample guidelines. Using the information gathered in Table 5 and Table 6, the dataset are 

applied into the software development guidelines technique introduced by [6].  

Table 5: Effects of software development guidelines toward the chosen quality attributes 

 

Guideline 

 

Guideline 

Type 

Quality Attribute 

Reliability Usability Efficiency Security Maintainability Portability 

G1: Lazy 

initiation 

Best Practice No effect Negative Positive No 

effect 

No effect No effect 

G2: Single 

access point 

Design 

Pattern 

Negative No 

effect 

Positive Positive No effect No effect 

G3:Visibility Best Practice No effect Positive No effect No 

effect 

No effect No effect 

G4: Active 

redundancy 

Best Practice Positive No 

effect 

No effect No 

effect 

No effect No effect 

G5: Multi-tier Architectural 

Style 

No effect No 

effect 

Negative Positive Positive No effect 

G6: Prototype Design 

Pattern 

No effect No 

effect 

Positive No 

effect 

No effect No effect 

G7: Factory Design 

Pattern 

Positive No 

effect 

No effect Positive No effect No effect 

G8: Chain-of-

Responsibilities 

Design 

Pattern 

Negative No 

effect 

No effect No 

effect 

Positive No effect 

G9: Model-

View-

Controller 

Architectural 

Style 

Negative No 

effect 

Negative No 

effect 

Positive Positive 

 

 

Table 6: Relationships between selected software development guidelines 
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 G1 G2 G3 G4 G5 G6 G7 G8 G9 

G1          

G2 No 

relation 

        

G3 No 

relation 

No 

relation 

       

G4 No 

relation 

Conflicts No 

relation 

      

G5 No 

relation 

No 

relation 

No 

relation 

No 

relation 

     

G6 Conflicts No 

relation 

No 

relation 

No 

relation 

No 

relation 

    

G7 Conflicts Comple

ment 

No 

relation 

No 

relation 

No 

relation 

No 

relation 

   

G8 No 

relation 

No 

relation 

No 

relation 

No 

relation 

Comple

ment 

No 

relation 

Conflicts   

G9 No 

relation 

No 

relation 

No 

relation 

No 

relation 

Comple

ment 

No 

relation 

No 

relation 

No 

relation 

 

 

 
 

Fig. 4: Example of selecting homogeneous software development guidelines for virtual lab environment 

 

The working steps (1-17) to select a set of homogeneous software development guidelines are shown in Fig. 4, 

and are descriptively given below.  
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1) The software development guidelines that have positive effect on the highest priority quality attribute, 

which in this case, reliability, are gathered.  

2) <G4, G7> have no overlapping or conflicting effect between each other, thus <G4, G7> are included 

into the Final set of development guidelines.  

3) <G3> is identified as the complementary guideline for usability and has no conflicting effect with <G4, 

G7>.  

4) <G3> is then added into Final set of development guidelines as well.  

5) There are a total of four guidelines, which are <G1, G2, G6, G9>, that improve efficiency.  

6) <G1> has negative impact on usability, which is of higher importance compared to efficiency. Thus, 

<G1> is removed.  

7) <G2> has negative impact on reliability, which is of higher importance compared to efficiency. Thus, 

<G2> is removed.  

8) <G6> and <G9> with no negative and conflicting relationship are added into the Final set of 

development guidelines.  

9) The set of development guidelines that complement security are <G2, G5, G7>.  

10) <G2> has been excluded earlier thus will not be considered.  

11) <G5> has negative impact on efficiency, which is of higher priority compared to security. Thus, <G5> 

is removed.  

12) <G7> has been added into Final set of development guidelines. 

13) The set of development guidelines that complement maintainability are <G5, G8, G9>. 

14) <G5> has been excluded earlier thus will not be considered. <G8> has negative impact on reliability, 

which is of higher importance compared to maintainability. Thus, <G8> is removed.  

15) <G9> has negative impact on reliability and efficiency, which is of higher importance compared to 

maintainability. Thus, <G9> is removed.  

16) No guideline that complements maintainability is added into Final set of development guidelines. 

17) <G9> has been identified as the guideline that complements portability. <G9> has been excluded 

earlier thus will not be considered.  

 

The final set of software development guidelines thus consists of <G3, G4, G6, G7>. These guidelines are said 

to be homogeneous in the sense that they do not have overlapping, duplicate and conflicting relationships.  

 

3.4 Research Contribution in Facilitating Architecture Evaluation Through Priority Assessment and 

Software Development Guidelines 

 

The result of fuzzy AHP and selection of development guidelines can then be used to facilitate the overall 

architecture evaluation process, specifically ATAM. ATAM consists of 9 methodical steps which involve all 

stakeholders to evaluate software architectures relative to quality attribute requirements.  

 

The main steps in ATAM with respect to quality attribute prioritization and software development guidelines are 

the following.   

• In Step 2, the business drivers and quality attributes are discussed and defined.  

• In Step 4, the potential architectural approaches are discussed and defined 

• In Step 5, a utility tree is defined for quality attributes which capture the importance of quality 

requirements and the value of achieving a certain level of quality. The utility tree is a form of quality 

requirements prioritization [41].  

• In Step 6, possible architectural approaches are evaluated with respect to the utility tree defined in Step 

5.  

 

Fig. 5 depicts how the results from fuzzy AHP priority assessment and software development guidelines can 

help facilitate those steps, namely steps 2, 4, 5, and 6. The left side of Fig. 5 mimics the overall workflow of 

prioritization and fulfillment of quality attributes shown in Fig. 1. The right side of Fig. 5 shows the nine ATAM 

steps. Meanwhile, the arrows connecting the left and right sides of the figure show the steps that can be 

facilitated and complemented.  

• In Step 2 of ATAM, business drivers and quality attributes are identified, which is similar to the first 

step of quality attribute prioritization. Thus, the set of quality attributes identified during the 

prioritization process can be reused in ATAM.  
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• Similarly, the set of software development guidelines that complement the associated quality attributes 

can be used to supplement Step 4 in ATAM.  

• Meanwhile, the result of fuzzy AHP can be reused as the utility tree in Step 5 of ATAM. Compared to 

a typical utility tree in ATAM, the result of fuzzy AHP carries even more information such as the 

ranking and weightage of each associated quality attribute.  

• Finally, the set of homogenous software development guidelines identified for virtual lab development 

can be used to assist in Step 6 of ATAM to provide more insight about the chosen architectural 

approaches. 

 

1. Present ATAM

2. Present business 

drivers and quality 

attributes

3. Present 

architecture 

4. Identify 

architectural 

approaches

5. Generate quality 

attributes utility tree

6. Analyze 

architectural 

approaches

7. Brainstorm and 

prioritize scenarios

8. Analyze 

architectural 

approaches

9. Present results

Quality 

Attribute

Quality 

Attribute

Quality 

Attribute

Quality 

Attribute
Quality 

Attribute

Fuzzy AHP 

Technique

Set of quality attributes

Prioritized quality attributes 

with weightage

Software 

Development 

Guidelines

Software 

Development 

Guidelines

Software 

Development 

Guidelines

Software 

Development 

Guidelines

Set of software development 

guidelines

Software Development 
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Identify guidelines related to 

selected quality attributes

facilitate

facilitate

fa
cilit

ate

fa
ci

lit
a
te

 
Fig. 5: Illustration of how priority assessment and software development guidelines can facilitate ATAM 
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 As mentioned earlier, development of virtual lab is still at its early stages and there are high risks associated 

with improper software architecture design. The ATAM technique, facilitated by the prioritization of quality 

attributes and software development guidelines, can help minimize the aforementioned risk in a virtual lab 

environment.  

 

4.0 DISCUSSION 

 

The priority assessment is based on fuzzy AHP, which works effectively in aggregating stakeholders' decisions. 

Fuzzy AHP is a suitable evaluation framework which is capable of handling MCDM problem and uncertain 

inputs. Applying fuzzy AHP in the virtual lab environment not only helps stakeholders to prioritize quality 

attributes, but also aids in dealing with disagreement among stakeholders.  

 

The aggregated results obtained from the priority assessment of quality attributes are based on the assumption 

that the values +  and $  = 0.5 use alpha-cut method. The values +  and $  are dependent on environmental 

uncertainties. These values will directly affect the weights of individual criteria and priority ranking. If the 

participants involved in priority assessment have strong background knowledge on virtual lab, the values of + 

and $ can be readjusted to indicate confident judgments. In-depth research and analysis is needed in order to 

determine the values of +  and $  accurately. The accuracy of fuzzy AHP can be further improved by 

investigating the impact of + and $ values toward the final results.  

 

The result from priority assessment using fuzzy AHP shows that reliability ranked highest in the virtual lab 

environment. The concept of virtual lab allows end users to remotely access computing resources using a stable 

Internet connection all the time regardless location and time constraints. This is an advantage over traditional 

computer laboratories where students can only access to computing resources during office hours. Thus, the 

stakeholders anticipate that the virtual lab system is reliable and capable of maintaining high availability to fully 

serve the requests of students and researchers in the educational sector.   

Security, on the other hand, ranked fourth in the list because virtual lab systems deployed in educational 

institutions usually do not involve any monetary transactions. Besides that, stakeholders in this context are less 

concern about possible leak or loss of confidential data. Typically, students and researchers who visit a 

computer laboratory mainly use it to perform software development, software testing on different platforms, 

document editing, and data analysis using specialized software tools that are not commonly available. In a 

virtual lab perspective, virtual machines need to be returned to the unified resource pool when they are not 

needed, and users can easily transfer all their confidential data into a removal disk. The data stored in the 

removal disk can be copied into other virtual machines if one wishes. Transferring data from one virtual 

machine to another is more robust, and users have more control over the location of their data.  

The result shown in Table 4 can serve as a reference model for SLA in virtual lab environments. Developers can 

focus on the higher-priority quality attributes to ensure that the final system can meet the expectation of 

stakeholders. The selected software development guidelines are homogeneous in such a way that they do not 

have conflicting and overlapping relationships among themselves. By applying this set of homogeneous 

guidelines, software developers will less likely need to reason about the complexity behind the associated 

quality attributes.  

 

However, there are exceptional cases where two overlapping development guidelines improve the same quality 

attribute. Applying both development guidelines will cause redundancy and overhead toward the overall system 

architecture. In this case, software engineers will need to decide which guideline is more appropriate to be 

implemented based on their skills and experiences. One option is assigning a weightage to each and every 

software development guideline, depending on the effectiveness of the guideline towards particular quality 

attributes. For example, a weightage of 0.9 is given to active redundancy in improving system availability, while 

0.8 for voting. Selection of software development guidelines toward availability can be made based on this 

weightage. Thus, software development guidelines can be chosen more effectively regardless of a software 

engineer’s experience.  
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5.0 CONCLUSION AND FUTURE WORK 

 

Prioritization of quality attributes in virtual lab plays an important role to help software developers to focus on 

fulfilling higher-priority attributes within the limited budget and time. Because the development of virtual lab is 

still at its infancy, there are very limited references and established architecture design that can be adopted by 

software developers. Software developers need to focus on capturing and prioritizing essential quality attributes 

so that the software architecture designed based on the captured requirements can fulfill the stakeholders’ 

requests. However stakeholders often specify requirements using natural language which are often imprecise. 

Judgments of stakeholders are usually subjective and ambiguous.  Even if quality attributes can be prioritized, 

most software developers only look into one quality attribute at one time, neglecting possible contradicting 

effects among other attributes. The fact is that most software systems are required to have multiple quality 

attributes at the same time. This paper addresses the problem of capturing stakeholders’ requirements and 

improving achievement of multiple quality attributes in a virtual lab environment. A homogenous set of 

software development guidelines are identified to help complement the achievement of quality attributes in a 

virtual lab environment.  Software developers can then design the software architecture of virtual lab systems 

based upon the prioritized quality attributes and chosen software development guidelines.  

 

This paper has made several contributions toward the establishment of virtual lab in educational institutions. 

Firstly, fuzzy AHP is used during the pre-negotiation stage of SLA in order to prioritize and weight the 

associated quality attributes for virtual lab development. Based on the results of fuzzy AHP, software developers 

can design an appropriate software architecture which is capable of fulfilling those quality attributes stated in 

the SLA. This will not only solve the conflicting relationships among quality attributes but also enable software 

developers to concentrate on the most important attributes within the given time and budget constraints.  

 

Besides that, the homogeneous set of software development guidelines selected using the technique introduced 

by [6] can be treated as guidance for early adopters of virtual lab system. The selected software development 

guidelines can help improve the overall achievement of quality attributes and ensure that conflicting effects 

among development guidelines and higher-priority quality attributes can be avoided.  

 

The combination of fuzzy AHP and software development guidelines can help facilitate the ATAM architectural 

evaluation technique. Several results from prioritization of quality attributes and software development 

guidelines can be reused in ATAM not only to save development effort but also provide more insight on 

resolving trade-off among the associated quality attributes.   

 

Further work can be considered by involving subject matter experts from different higher educational 

institutions. The aggregated opinions from different experts can be used to model a system architecture for a 

virtual lab through attribute-driven design. Eventually, the system architecture can act as a reference to 

introduce a virtual lab solution in the educational sector. 
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